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Abstract. The goal of this article is to show that, in the context of XMata

processing, information conveyed by schema or XML typespswerful com-

ponent to deploy optimization methods. We focus on the ond ba recent work
developed for optimizing query and update evaluation foinrmaemory engines
and on the other hand on techniques for checking XML quedatgindepen-
dence. These methods are all based on static type analhsisim of the article
is to show how types rank before constraints for XML data pssing and the
presentation of each method is kept informal.
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1 Introduction

Integrity constraints have been considered from the béggras a key component of in-
formation systems and databases. They are fundamental say imandatory for spec-
ifying the semantic of data. Integrity constraints provideay to fill the gap between
information and data. Integrity constraints also raise yqanblems and beginning with
efficient constraint checking and enforcing integrity doaisits, repairing inconsistent
database states, etc. They play a major role in the procegseo§ optimization, called
semantic query optimization, where the constrains knowmold on the database are
used to rewrite queries into equivalent and more efficiemsomntegrity constraints
and rewriting techniques based on constraints have alsodeeessful for developing
query rewriting using views, for data exchange, peer dathaxge, data integration,
etc.

Types can also be viewed as constraints, but in a differeshiida. Intuitively, in
the database world, integrity constraints are contenédpsoperties whereas types are
structural properties. A type consists of a possibly indiisiet of values and also, in pro-
gramming languages, of a set of operations on those valuggeAmay be atomic or
structured. Roughly, a composite/structured type is husidg existing types and type
constructors like record, set, list, etc. In the context atathases, types have been es-
sentially investigated in the context of the object-orgehdatabase model where typing
[28[29] shares features of conventional object-orientedi@amming languages and of
taxonomy systems where data is organized in hierarchy e$etand subclasses. Typ-
ing helps to detect programming errors which is of major intgnace for developing
database applications and managing huge amount of data.



There is a very large body of research on using constraintgufery optimization.
However, contrary to programming languages, typing inlolzte has been rarely inves-
tigated for optimization purpose. The aim of the articleigive some evidence that, in
the context of XML data processing, types are becoming asitapt as constrairls
and provide ways to optimize XML queries and updates as vgall provides ways to
develop static analysis for checking other critical projesrsuch as query update inde-
pendence.

The article is organized as follows. The next section is a&mductory discussion
on constraints and types and covers the relational modeXhtfiddata. The rest of the
article is dedicated to present some ongoing work invetstig@aptimization techniques
for XML document processing based on static analysis, nip&kinextensive use of the
information given by types or schemas. The presentatioevsted to pieces of work
that have been conducted in the Leo team [4]. It certainlysdme aim at covering all
issues and existing studies. The style of the presentatimains informal and mainly
relies on examples. Sectibh 3 addresses query optimizatidisectioh 4 update opti-
mization for main-memory engines. Sectidn 5 focuses on tepglzery independence.

2 Prediminaries

Let us start by revisiting the relational model. Types infdlational model are tremen-
dously simple. Given a set of attributég a set of atomic values, called domain, is
assigned to each attribute. A relational database scheeralbis given by a set of
relation names?z and a mapping (a type assignmengssigning to each relation name
r a finite subset of/4. Thus, a relational type is a finite set of attributes. Fotanse,
the relational schema defined B={ R, S} with 7(R)={ A, B,C} andr(S)={A4, D}

is usually denoted#={ R(A, B,C), S(A, D)}. Relational types are of course useful
for writing queries either using the algebra or SQL as wefbasvriting updates. They
are also useful for checking well-typedness of queries afet their output type. For
instance, the expressionc(op= oo ([R] > [S])) is well typed wrt to the schema
Z above. The output type for this expressiod i, C'}. For instance[[37] investigates
how the principal type of a relational expression can be agegh giving all possible
assignments of types to relation names under which the ssipreis well-typed. This
study is extended to the nested relational calculus in [36jvever, relational types are
quite "poor". They are equivalent to record types in prograng languages. More so-
phisticated types are associated to the non first normal feoakel and to the complex
object model model[11]. Integrity constraints have beérootuced in order to increase
the semantic contents of relational databases. Amon ityegmstraints, the following
are the most studied classes: functional dependencié&sl34quality generating de-
pendencies and tuple generating dependencies [15]. itytegnstraints, as opposed
to relational types, can be used for query optimization. @iase([18,45] is probably

! The frontier between types and constraints may is also natless-cut as for relational
databases
2 For now, we leave integrity constraints out of the specificabf a database schema.



one of the most known example of a technique based on depeird@md allowing for
minimizing the number of joins of an algebraic query expi@ssand recent investiga-
tion has proved its efficiency in practic¢e [48]. Integritynstraints, especially functional
dependencies, are also very useful for optimizing updatdsema normalization [33],
avoiding update anomalies, can be viewed as some kind ote&ipgéimization.

In the relational world, types are almost totally uselegsdiatimization purpose.
Constraints have a better place whereas physical dataigtescand access methods
provide the real solutions to optimization problems in picac[50].

Semi-structured data [25,12] and XML data [2] are claskidatroduced as self-
describing and schema-less: in its general setting, seattared data are abstracted by
labelled graphs; well-formed XML documents are orderecligl trees as described
for instance by th®ocument Object Modg#1]. Simple tree representations of XML
documents are given in Figl 1. Interestingly enough, alneesty published article
whose scope is XML management with a database perspectakeathe assumption
of a schema or type constraining the structure of XML docu&rmen they do not
investigate schemas and types for XML themselves. XML scseaim at defining the
set of allowable labels and also the way they can be struttimehe first place, XML
schemas are meant to distinguish meaningful documents those that are not and
provides the user with a concrete semantic of the documénésdocument on the left
hand side of Fig.]1 is well-formed: it is a labelled tree. Hues this document is not
valid wrt the DTD described by the following rulegoc — ax, a — bexd, b — String,

d — e. These rules specify that the root of the document shoulabelled bydoc,

that the children of the root should be labelleddfit is not the case for the document
considered here because the root node has its last chilteldbg ) and the children of

a nodes should be first a node labelledifpllowed by possibly several nodes labelled
¢, and finally a node labelled, etc. Figure proposes another example of a DTD and a
document valid wrt that DTD.

XML schemas turn out to bring many advantages for validatitata integration,
translation, etc They are very useful for the specificatibmeaningful queries over
XML data and can be used for query optimization. The main tpralclanguages for
describing XML types ar®ocument Type Definition (DTDyhich is indeed part of the
original definition of XML [2] and is probably the most widelysed, andKML Schema
[52/24] which is a more elaborate, not to say overly compéekema notation based
on XML itself. Many other proposals for schema languageeliurished: DSD [43],
RelaxNG [32], Shematron [42], Assertion Grammars [49]. Bednstance([4]7,44] for
a formal classification and a comparison of these languages.

What about XML integrity constraints? It is often claimedtischemas and con-
straints are both properties that restrict the allowed dwmnts and thus that the frontier
between schemas or types and constraints is not as cleas-tmitrelational databases.
Although ID attributes in a DTD can be used to uniquely idigrdan element within an
XML document, these attributes can not be used to express$radmts such as keys. Al-
though XML schemas allow to specify keys or references imseof Xpath[18], such
style of specification is rather intricate especially wharoimes to reasoning about con-
straints. Indeed, constraints for semi-structured dad2ailL [3839], keys and foreign



keys for XML [26/27] have received a lot of attention from tti@tabase community.
Update anomalies and normal forms for XML documents have li@eestigated in
[14]. Unified formalisms for capturing schema and integcibyistraints for XML have
also been studied in order to reason about types and caristra®].

As opposed to relational databases, optimization teclesigased on integrity con-
straints have not yet been investigated whereas schempesbgsed optimization tech-
niques are already used [46] in query engines.

To conclude this preliminary section, we briefly proceed shart discussion oel-
ement typea notion that will be used in the next sections. Each optition techniques
discussed next uses the information provided by a schemaglga DTD, in order to
assign types to the elements of a document valid wrt to thersehConsidering a doc-
umentt and an element or nodein ¢, the type ofn is, in its simplest form, its label. An
alternative to this very simple notion of element type isdosider the chain of labels
that match the path from the document root node wf »n. The former notion is that
used in Sectiorls| 3 amnd 4, resp. for query and update optimizathe latter is central
to Sectiorlb for dealing with query-update independenceidisly, the notion of ele-
ment type based on labels is less precise than the notioamkgit type based on chains
although this last one is still not fully precise. Let us dlitate this with the example of
Fig.[d: on the left side, the circled nodes of the documentygred by the labet; on the
right side, the circled nodes of the (same) document araltpgeahe chainioc.a.d.e;
the chain type is more precise as it allows to distingdigledes that can be reached by
navigating alongloc.a.d.e paths from those that cannot be reached that way; however,
it is not precise enough to make the distinction betwe@odes whose parent has at
least one sibling labelled by from those whose parent has no such sibling. Thus, in
some sense, both notions of element type, label and chaiapgroximations.

doc doc
" / \ \ " / \a\ .
VZARNN /N - PZANN N I
b ¢ ¢ d b d d b ¢ c d b d d
| ] 1\ ] ] 1\
oof @ foo! ff oof @ foo f f
nodes typed by the label nodes typed by the chaifoc.a.d.e

Fig. 1. Labels and chains as type approximation for XML element.

3 Type-based optimization for XML queries

XQuery [9] is now well-recognized as a flexible and powerariduage allowing to
query collections of XML documents. As such, it is used ndydar querying XML
databases but also for instance to process XML files. In ttex leontext, main-memory



XQuery engines like Galax ]3], Saxan [8], QizXI[6,5], and e[l] are used to query
files as they avoid building secondary storage structurks. frice to pay or more
exactly the problem to face is main-memory limitations ofgl systems (see [46])
because, in such configuration, the whole document is redjtir be loaded in main-
memory before query processing. Main-memory XQuery erggme unable to process
very large documents. Projecting XML document is an optation technique intro-
duced byl[46] to address such limitation. The simplicityled tmethod is one of the key
of its efficiency. Given a querg) over an XML document, the idea is to determine,
in a static manner, that is by analyzing the query expressih if available, the type
or schema of the queried documents, which pgaof the document is needed in order
to evaluate, and then, at loading time, to prune the documefiinally the query@

is evaluated in main-memory against the pruned docurtiefihis technique is quite
powerful because in general, queries are very selectivealyda small part of the ini-
tial document is relevant to the evaluation of the query. @dre of the method, which
determines its efficiency, resides in the static analyste®fjueryQ: how precise is it?

All the examples developed next are build using the O¥B@nd the XML document
t depicted in Figurgl2.

DTD D XML doc. ¢ XML doc. ¢ with child positions
doc doc
doc— a*, e* R
a — b*c*d? a / \“\ € [(111 / le]\ [2]
e — d* AN AN ! b/c- -c\d b/c. .c\c d
. boe cd boec e cd ] [2 8 (4 (1] (2] 8] [4 [1
b — St”ng | 1\ ] 1\ f fl ‘g ' fl \f
d— (f | g)* "0of’ f g9 ‘foo ff "0of’ 1 (21 *foo’ (2

Fig. 2. Running example : a DT and a document

The initial proposal ofi[46] determines the data needs ofjinery by extracting
all path expressions iy. These paths are evaluated at loading time to prune the ini-
tial document. This technique does not require any infoionadbout the structure of
the document. This advantage raises some pruning overhdawhprecision especially
when // axis occurs in query paths. For instance, consid@esithple XQuenyor $z in
/docl//[c] return </yes> and the documeritof Fig.[2. The path extracted idoc//node()
because filters are not analyzed, resulting in projectirtigtmuwhole document As-
suming that the filtefc] of the query is taken into account by the analysis, the etddac
path would be given bjdoc//c This time, the projected document will be precise (and
indeed is the result of the que€y) however, at loading time, the whole document will
be explored by the query path, thus causing some pruningitseoverhead. It is clear
that, in this case, the knowledge of the DTDfor the document, gives the opportu-
nity to refine the extracted patoc//cto /doc/a/cwhich avoids during projection for
visiting and checking: elements for instance. This is what typed-based projedsion
about[17]. The type-based query scenario is as follows:



1. from the query) and DTD D, a type projector is inferred,

2. the document, valid wrt D, is projected followingr in a streaming manner, at
loading time,

3. and finally, the querg) is evaluated over (t).

The main result[17] is thaD (t)=Q (7 (¢)).

The type projector is specified by a set of node types giverabgls. Execution of a
type projector at loading time is straightforward. It catsiof projecting nodes whose
labels (types) belong to the type projector. Extractingpetgrojectorr for a query@
given a DTDD is a two phase process whose first step extracts the pathe gtiry
@ and the second step strongly relies on the type informatisendoy D to generate
the expected set of node types.

Example 1.For the query) specified below, the paths extracted Atec/a /doc/al/ld
and/doc/alltext() The type extraction based on the DTD of [Eig. 2 allows one teggte
the type projector={doc, a, b, d, String} because nodes of typthat are descendants
of nodes of type: are indeed children of nodes of typeand nodes of typ&tringthat
are descendants of nodes of typare children of nodes of type

QueryQ Projected document(t)
doc
a / \ a
7\ S
b d b

‘oof’ "foo’

for $z in /doc/
where $x//d
return $x//text(

One can notice here that the evaluation of the projectodavexploring the right most
subtree of the document (Fig. 2) whose root is labelled leyen though this subtree
contains nodes of typé

Experiments have been done showing the benefits of the tgpedprojection op-
timization for queries. The method provides significant ioygment of performance
both in terms of memory consumption and time.

4 Type-based optimization for XML updates

In this section, we show that, type-based projection camladsused to optimize main-
memory XML update processing. The update language comsiderXQuery Update
Facility (XUF) [10] with its two phase semantics: given a quex update expression
U and a document, the first phase generates a so-called update pending list,od

elementary updates, and the second phase evaluates the ppdding list over the
documentt. We focus on main-memory XUF processing which of courseessifof

the same limitation as main-memory XQuery evaluation: XU&inrmemory engines
fails to process very large documents. For instance, eXjsfizX/open [6] and Saxon



[[7] are unable to update documents whose size is greateldB@aMB (no matter the
update query at hand).

The scenario and type-based projection described for XMtrigs, cannot be ap-
plied directly for updates. Indeed, it is rather obviousde that updating the projection
of a document will not produce the expected result unless the projectiumaés the
whole document which is, of course, not very promising fromoatimization point of
view. We have developed in [20,21] a type-based optimipatiethod for update. The
update scenario is different from that for query optimiaatand is now composed of
four steps:

1. from the updaté& and the DTDD, a type projectorr is inferred,

2. the document, valid wrt D, is projected followingr in a streaming manner, at
loading time,

3. the updatdJ is evaluated over the projection(t) and produces a partial result
U(r(t)),

4. finally, in order to produce the final resilt¢), the initial document is merged
with U(x(t)), in a streaming manner, at writing-serializing time.

The projector extracted for updates, a 3-level type projetias been designed in
order to capture update expression requirements and atsdém to support th&lerge
phase. The 3-level projector is specified by 3 sets of typesngby labels. The pro-
jection of the document registers, in main-memory, the child position of nodes. No
rewriting of the updaté/ is necessary. Thelerge step can be seen as a synchronized
parsing of both the initial documenand the partial result (7 (¢)). This requires a very
small amount of memory. Only child positions of nodes andpttogectorr are checked
in order to decide whether to output elements of of U(x(t)). No further changes
are made on elements after the partial update: output elsraem either elements of
the original documentor elements ot/ (7 (t)).

We start by explaining the last step of the update scenireegf and then we outline
the main ideas behind the 3-level type projector speciticail he presentation remains
informal, it does not cover all aspects of the method, everoitant ones, and relies on
examples.

Example 2.Let us consider the simple upddtewhose expression is given in the left
part of the next figure. This update intends to deletdildren ofa nodes having at
least oned child. Here, the projector is meant to extract from the doeninthe part
which is used either to prepare the update or which is theetarigjthe changes made
by the update. For this example and for sake of simplicitypae a (1-level) projector
m={doc, a,b,d}.

The Merge step parses in a synchronized manner both the input docutreerd the
partial resultl/ (7 (t)). The rightmost part of Figufd 2 shows the documenith child
positions marked in square brackets under node labels. Wrexample, executing
Merge over ¢t and U (w(t)) is quite obvious until after processing the nade] of ¢
together with the node[1] of U (= (¢)). The two next nodes parsed bierge are: the
nodeb|1], child of a[1] in ¢t and the nodei[4], child of a[1] in U(x(¢)). The child
positions of these nodes and the information that the kabelongs to the type projector
7 allows one to identify that the node¢l| should not be output: the initial document



is further parsed without producing any element in the oufpluen, the two next nodes
examined byvergeare: the node[2], child ofa[1] in ¢ and the nodé€[4], child ofa[1] in
U(w(t)). This time, the child positions of these nodes and the in&tion that the label
¢ does not belong to the type projectoiare used to output the nodf2] and further
parse the initial documeint

Updatel/ Projected docr(t) Partial update o/ ((t))
for $x in /doc/a _— doc\ - doc\
where $x/d ) 2 o 2
return delete $xo b 7N a4 b - A a4 b -

The main issues that motivated the specification of the npe pyojector are: deal-
ing with update expressions and ensuring correctness éintefy of theMerge step.
The type projector is specified by a tupte-(mo, Tob, Teb) Where each set, is a
set of labels. Thus here, as for query optimization, elergrgs are approximated by
labels. The behavior of the 3-level projector is as follows:

A node of the documentwhose label belongs te,,, is projected. The children of
such nodes will be candidate for projection depending oim thieel andr.

A node of the documentwhose label belongs ta,1;, is projected together with all its
children even though their labels do not belongrtdrhis 7o, component of the
projector is introduced in order to correctly handle ineeratMergetime as well
as mixed-content. This is illustrated by the next example.

A node of the documerttwhose label belongs ta.;, is projected together with all its
descendants, even though their labels do not belonglimroducing thisre, com-
ponent of the projector is required for dealing with elemexttaction for instance
in the context of moving some elements.

Indeed, the two componentsy, andrey, bring more precision and efficiency. They
minimize the projection size and speed up the type projentecution by avoiding to
put in the projector the labels of some of the nodes that neée projected. Interest-
ingly enough, the 3-level projector designed for updatesigies significant improve-
ments for pure queries.

The extraction of the 3-level projector from the update isduhon a sophisticated ex-
traction of paths from the update expression which is folldvioy a type derivation
relying on the DTDD.

Example 3.Let us consider the updaté below which intends to insert anelement
as first child of any node labelled lay The 3-level projector extracted from this update
is given by:mno={doc}, mo={a} andrep={}. Thus, while projecting the document
t given in Fig.[2 wrtr all children of the nodes labelled are projected. Note that
neither the type: nor the typed occur in7. Note also that the right most subtree of



the tree whose root is labelled fayis not projected becausedoes not belong to the
projector. When updating the projectiatft), the new elements are inserted without
child position. It should be understood that the positians i) correspond to child
position of the nodes in the input document

Now, when merging the documentvith the partial updaté/(r(t)), because all
children of the node[1] have been projected, it is straightforward to output, infita!
result, the children oé[1] in the correct expected order.

UpdatelU Projected docr (t) Partial Updaté/ (r(t))
for $z in /doc/a /doc\ /doc\
return insert as first a a a a

, , [1] [2] [1] [2]
<h>’new’ </n> I TN
into $x boe ¢ d d p”b ¢ ¢ d 5 d

(] 21 8] 4 [ [ 21 8l (4 , 1]

Extensive experiments of the type-based optimization otktbr updates have been
conducted and their results validate the effectivenesesafapproach. They show that
the technique succeeds in its primarily purpose: makingiptesto update very large
documents with main-memory systems. Interestingly enptightests show that even
when projection is not necessary because of memory limitatising projection can
reduce execution time as well. Seel[21] for a report on thegeraments.

5 Type-based method for testing XML query-update independence

The aim of the last section is to illustrate another use dfcstgpe analysis for XML
which targets, once again, optimization but in a ratheedéht manner. Here, the issue
is to statically detect query-update independence. A gardyan update are indepen-
dent when the update execution does not require refreshanguery result and this
for any possible input document. Detecting query-updadependence is of crucial
importance in many contexts: to avoid view re-material@@agafter update; to ensure
isolation, when queries and updates are executed condyrr@nenforce access con-
trol policies. In the general case, that is for the full XQuand XUF languages, static
independence detection is undecidabl€ [16]. This meanssthac analysis methods
for detecting query-update independence are expected soured approximation as
completeness is unreachable.

Recently, [[16] has introduced a technique for staticallieding query-update in-
dependence: a schema is assumed available; a set of typesxiapated by labels) is
inferred from the query which captures the nodes accesseldebguery; similarly, a
set of types is inferred from the update which captures thefseodes impacted by the
update; an empty intersection of these two sets entailpatitence.

A path-based approach has been proposed in [40] in ordereickadommutativity of
update expressions which is of crucial importance for ojattion and view mainte-
nance. This technique, which does not use schema informaim be adapted to deal



with queries: two sets of paths are extracted resp. from tleeygand from the update
in the style of[[46]; no overlapping of the paths in these tets £ntails independence.
Both techniques are effective for a wide class of XQueriesddF and have negligible
time performance.

Example 4.Let us assume that the available schema information is diyethe fol-
lowing DTD: doc—a*,b a—(b?,c)* c—d.

Let us first consider the query; specified by the pattioc/b together with the update
Uz given byfor $x in doc/a/c return delete &/d. For this simple case, both meth-
ods detect independence. The schema-based method ingesstthof typegs} and

{a, c,d} resp. for@Q, andU; whereas the path-based method infers the sets of paths
{docb} and{doc/ajc, doc/d}.

For the second example, let us consider the q@iarjogether with the updatg, given

by for each $x indoc return delete $//d. The schema-based method returns the set of
types{a, ¢, d} for U, and thus is able to detect independence. However, the patbdb
(schema-less) method infers, @5, the set of path§doc//d} which overlapgdoc/b}

and is unable to detect independence.

Finally, the last example considers the quély given byfor $x in doc/a/b return
<g> $z </g> and the updaté’;. The types associated &, by the schema-based
method ar€{a, b} and as it intersectéa, ¢, d}, independence is not spotted. However,
the path associated withi; by the path-based methoddsc/a /b and does not overlap
paths associated withi;, thus independence can be recognized.

The previous examples show that the two methods are not qatmpanone of them
subsume the other, and both suffer from a lack of precisiouiféerent reasons. The
schema-based approach fails because the label appraximadittlement type is far too
imprecise or not good enough. The path-based approactb&itsuse it is too impre-
cise for complex axes (descendant, ancestor, horizongal) akhe approach developed
in [22[23] aims at improving precision of static analysisdaery-update independence.
Because using schema information is often decisive (se££a#/,) as well as keeping
path information (see cagg,-U,), this new approach consists in some hybridization of
types (approximated by labels) and paths. The key idea isd@unore precise approx-
imation (abstraction) of types for document elements. B122], the notion of element
type considered is that of a chain, a sequence of labelsibigrthe path that should
be navigated on to reach an element. The static analysisogeekin [22,23] relies on
a schema analysis radically different from that [of|[16,8138]. The scenario of the
chain-based query-update independence detection islawsqlit assumes available a
schema given by a DTD or EDTD):

A set of chains is inferred from the quefy; These chains are divided into 3 kinds:
(a) used chains, intuitively pointing to document nodeglusesvaluate the query
Q but not involved directly in constructing the result@f
(b) return chains, intuitively pointing to document nodesgmtially useful for con-
structing the elements in the result@f
(c) element chains, typing new elements constructed by gy§as a matter of fact,
this kind of chains is important for the inference of upddteins).



A set of chains is inferred from the upddfewhich are called update chain and char-
acterize nodes whose subtree is updated.

Checking query-update independenc&adndU relies on
(i) checking (no overlapping of) update chains againstrrethains, and
(i) checking (no overlapping of) update chains againstiud®ins

Example 5.Here, the DTD is not explicitly specified: it is the well-knowibliography
schema. Let us consider the qué&pygiven by the Xpath//book[editor] ftitle and the
updatel specified byfor $z in //book insert<author /> into $z.

For the queny, bib.book .editor is a used chain: elements pointed by this path need to
exist although they do not enter in the result of the querg @tmainbib.book . title# is

a return chain because it points to possible result elements

For the updaté/, the update chaikib.book : author is inferred: it is build using the
used chaibib.book and the element chainuthor; it is meant to capture that an update
(here an insertion) may be executed below elements poitditebchainbib.book and
that the new elements inserted have typéhor. Inferring the type of inserted elements
is very important to increase the precision of detectingyjugpdate independence.
Checking independence f¢f andU proceeds to the following tests:

(i) is the return chaibib.book.title# a prefix of the update chatrb.book : author ?
and is the update chairib.book : author a prefix of the return chaitid.book.title# ?
The answer to both questions here is no.

(ii) is the update chaihib.book : author a prefix of the used chaiwb.book.editor ?
Once again the answer to this question is no.

Therefore, independence@fandU is inferred. Note here that both methods introduced
by [16] and [40] fail to detect independence for this example

The static analysis underlying the query-update indepacelpresented in [22,23]
is quite sophisticated. As a matter of fact, in the presefhoeonrsive schemas, avoiding
inference of infinite set of chains is a critical and rathdrigate problem. An upper
bound to the number of chains to be inferred has been detednin terms of some
structural properties of the query and of the update. Exterigsts of the chain-based
analysis are conducted in order to validate its precisi@hadso its time consumption.

6 Conclusion

The query optimization method, the update optimizationhoétand the query update
independence test that have been introduced in the artielalbbased on the static
analysis of the query or/and update expression(s) and mekefuthe type informa-
tion given by the schema of the documents. These methods ttawwin the context
of XML data management, schemas play an important role. lf@ptojection-based
optimization methods, type information is used for filtgrinagments of the processed
documents that are relevant to the queries or updates. Theeds are not based
on rewriting as optimization methods based on integritysti@ints but still should be
considered as semantic optimization. We are currently ingr&gn several directions in



order to further reduce the size of projected documentsIgnbinfurther refining the
query or update expression analysis. One direction refi@naking use of the kind of
elementary updates occurring in a complex update expressigenerate a sophisti-
cated projector. Another direction relies on using chatheathan label for specifying
the update projector, chain being a better approximatialeshent type than label. We
are also investigating how our projection-based updatenigetion method can be ap-
plied to temporal XML documents in order to ensure both a cachptorage of such
documents and their efficient management.
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